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## Software Requirement

* Docker
* Docker Compose
* MobaXterm or Putty

## Hardware Requirement

Any CPU with

* 8 GB+ RAM
* Quod Code+ Processor
* 200 GB Space

## Install docker compose

curl -L "https://github.com/docker/compose/releases/download/1.23.1/docker-compose-$(uname -s)-$(uname -m)" -o /usr/local/bin/docker-compose

chmod +x /usr/local/bin/docker-compose

docker-compose --version

## Setup SSH (Optional)

**Reference:**

http://ubuntuhandbook.org/index.php/2014/04/enable-ssh-ubuntu-14-04-trusty-tahr/

**Instructions:**

sudo apt-get install openssh-server

sudo service ssh start

sudo /etc/init.d/ssh restart

## Commands for installing Docker on Ubuntu 18.0.4 LTS

# https://docs.docker.com/install/linux/docker-ce/ubuntu/

# Uninstall older versions

sudo apt-get remove docker docker-engine docker.io containerd runc

sudo apt-get update

sudo apt-get install \

apt-transport-https \

ca-certificates \

curl \

gnupg-agent \

software-properties-common

curl -fsSL https://download.docker.com/linux/ubuntu/gpg | sudo apt-key add -

sudo add-apt-repository \

"deb [arch=amd64] https://download.docker.com/linux/ubuntu \

$(lsb\_release -cs) \

stable"

apt-get update

sudo apt-get install docker-ce docker-ce-cli containerd.io

docker run hello-world

## Configure Docker to run by non root user (Optional)

sudo su

cat /etc/group

sudo gpasswd -a <username> docker

logout

// Now Login using normal user which is added to Docker group

docker run -it ubuntu /bin/bash

**Multiple Ports Expose:** docker run -it -p 3000-4000:3000-4000 -p 80:80 -p 8080:8080 -p 23:23 -p 21:21 -p 81:81 -p 8888:8888 atin\_resume\_builder\_2 /bin/bash

#exit

## Docker Example – Run CentOS Container

docker run -it centos /bin/bash

# ping 8.8.8.8

# ps -elf

# cat /etc/hosts

# yum install -y net-tools

# yum install -y iproute

# ip a

# uname -a

# cat /etc/redhat-release

# apt-get update //it will not work

# yum check-update

# yum install -y vim

# vim /tmp/tempfile.txt

# exit

docker ps -a

## Connect to existing container

docker start <container id>

docker attach <containerid>

# cat /tmp/testfile.txt

# exit

## Commands for Docker Images

docker run -it fedora /bin/bash

#exit

docker pull -a fedora // will pull all images from fedora library

docker images fedora

//images are stored locally under - /var/lib/docker/overlay2

sudo ls -al /var/lib/docker/overlay2

## Docker Containers Commands

docker ps

docker attach <containerid>

// Exit container without killing it by <CTRL + P + Q>

docker ps

docker ps -a

## Focusing on containers

docker run -d ubuntu /bin/bash -c "apt-get update && apt-get install -y iputils-ping && ping 8.8.8.8 -c 3000"

docker ps

docker top <container id>

docker ps

docker ps -a

docker run -d ubuntu /bin/bash -c "apt-get update && apt-get install -y iputils-ping && ping 8.8.8.8 -c 3000"

docker ps

docker inspect <container id> or <image id>

docker attach <container id/name>

//Press CTRL+C

## Container Management

docker run -it ubuntu:14.04 /bin/bash

//Hit <CTRL + P + Q>

docker ps

docker stop <container id>

docker ps

docker start <container id>

docker attach <container id>

docker restart <container id>

docker info

docker rm <containerid> //Don't allow to remove running container

docker stop <containerid>

docker rm <containerid>

docker info

docker rm -f <containerid> //Use -f to remove running container

## Look Inside Containers

docker ps

docker top <containerid>

docker attach <containerid>

#ps -ef

<CTRL + P + Q>

docker logs <containerid>

docker inspect <containerid>

ls -l /var/lib/docker/containers/<containerid>/

cat /var/lib/docker/containers/<containerid>/config.v2.json

## Building from docker file

// Move out to base directory

mkdir df1

cd df1

vim Dockerfile

FROM ubuntu:14.04

MAINTAINER atingupta2005@gmail.com

RUN apt-get update

RUN apt-get install -y nginx

RUN apt-get install -y golang

CMD ["echo", "HELLO WORLD"]

ls -l

docker build -t helloworld:0.1 .

docker images

docker history <imageid>

docker run helloworld:0.1

## Inspecting a docker file from docker hub

//Visit Docker Huib and inspect docker file from ubuntu image

## Docker Registries

//Create account on dockerhub

//Create repository on dockerhub

docker images

docker tag <imageid> <dockerhub username>/<repository name>:<any tag>

docker login

docker push <dockerhub username>/<repository name>:<any tag>

now on another computer

docker rm <cid> <cid> <cid> <cid>

docker rmi <imgid> <imgid> <imgid> <imgid> <imgid>

docker images

docker pull <repo name>

docker images

## Diving Deeper into docker file

//Build Cache

docker info

docker images

cd df1

docker build -t="build1" .

//below command will take lesser time due to reuse of build cache

docker build -t="build2" .

## Dockerfile and image layers

docker images

docker info

// Move out to base directory

mkdir df2

cd df2

vim Dockerfile

FROM ubuntu:14.04

MAINTAINER atingupta2005@gmail.com

RUN apt-get update

RUN apt-get install -y nginx

RUN apt-get install -y golang

CMD ["echo", "HELLO WORLD"]

docker build -t="build3" .

docker info // 6 images are increased. Each for single Dockerimage instruction

docker history <img id>

## Build A Web Server

// Move out to base directory

mkdir web

cd web

vim Dockerfile

FROM ubuntu:14.04

RUN apt-get update

RUN apt-get install -y apache2

RUN apt-get install -y apache2-utils

RUN apt-get install -y vim

RUN apt-get clean -y

EXPOSE 80

CMD ["apache2ctl","-D","FOREGROUND"]

docker build -t="webserver" .

docker images

docker run -d -p 80:80 webserver // Check on browser now

docker ps

docker stop <container name> // Check on browser now

## Reducing the number of layers

docker history webserver

vim Dockerfile

FROM ubuntu:14.04

RUN apt-get update && apt-get install -y \

apache2 \

apache2-utils \

vim && \

apt-get clean -y\

&& rm -rf /var/lib/apt/lists/\* /tmp/\* /var/tmp/\*

EXPOSE 80

CMD ["apache2ctl","-D","FOREGROUND"]

docker build -t="webserver-small" .

docker history webserver-small

## Docker Networking

ip a // Notice docker0 port

apt-get install bridge-utils

brctl show docker0

docker images

// Move out to base directory

mkdir df4

cd df4

vim Dockerfile

FROM ubuntu:14.04

RUN apt-get update && apt-get install -y \

iputils-ping\

traceroute

ENTRYPOINT ["/bin/bash"]

docker build -t="net-img" .

docker run -it --name=net1 net-img

<CTRL+P+Q>

brctl show

docker run -it --name=net2 net-img

<CTRL+P+Q>

brctl show

docker attach net1

#ip a

#ping 8.8.8.8

#traceroute 8.8.8.8

<CTRL+P+Q>

docker run -it --name=net3 net-img

<CTRL+P+Q>

docker inspect net2 // Inspect network settings

ip a

docker ps

ls -l /var/lib/docker/containers/<containerid> // host and resolve.conf are copied from docker host

//Use below command to overwrite default settings

docker run --dns=8.8.4.4 --name=dnstest net-img

docker inspect dnstest

// Move out to base directory

mkdir df5

cd df5

# Exposing Ports

vim Dockerfile

FROM ubuntu:14.04

RUN apt-get update && apt-get install -y \

iputils-ping \

traceroute \

apache2

EXPOSE 80

ENTRYPOINT ["apache2ctl"]

CMD ["-D","FOREGROUND"]

docker build -t="apache-img" .

docker run -d -p 5001:80 --name=web1 apache-img

docker ps

//Check in web browser

docker run -d -p <hostip>:5003:80 --name=web3 apache-img

docker port web3

// Move out to base directory

mkdir df6

cd df6

vim Dockerfile

FROM ubuntu:14.04

RUN apt-get update && apt-get install -y \

iputils-ping\

traceroute\

apache2

EXPOSE 80 500 600 700 800 900

ENTRYPOINT ["apache2ctl"]

CMD ["-D","FOREGROUND"]

docker build -t="throw-away" .

docker run -d -P --name=throw throw-away

docker port throw

## Linking containers

docker images

cat Dockerfile // Web image

docker run --name=src -d apache-img

docker ps

docker run --name=rcvr --link=src:ali-src -it ubuntu:14.04 /bin/bash

<CTRL+P+Q>

docker ps

docker inspect rcvr

docker inspect src | grep Links

docker attach rcvr

#env

#env | grep ALI

#cat /etc/hosts

## Some more useful commands

docker info

docker logs <containerid>

docker inspect <containerid>

docker history <img id>

docker network create mynetwork

docker run --name u-python -p 8080:8080 -p 3286:3286 -d --network mynetwork ubuntu

docker run --name u-sql -p 8081:8081 -p 3287:3287 -d --network mynetwork ubuntu

**#Create and manage volumes**

docker volume create my-vol

docker volume ls

docker volume inspect my-vol

docker volume rm my-vol

**#Start a container with a volume**

#mounts the volume myvol2 into /app/ in the container

docker run -d --name devtest -v myvol2:/app nginx:latest

#To verify that the volume was created and mounted correctly.

docker inspect devtest

**#Use a read-only volume**

docker run -d --name=nginxtest -v nginx-vol:/usr/share/nginx/html:ro nginx:latest

docker inspect nginx

docker exec -it rstudio bash /bin/bash